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Abstract

Devising a course for software professionals working in industry depends on several factors. In order to create a course that fulfils professionals’ expectations, it is important to take account of the skills of the participants, the time available, and the specific topics to be covered. This paper presents the curriculum of a course in requirements engineering and management intended for software developers with a first-level academic degree in computing and experience in developing real software solutions. This context requires the course to concentrate on topics that were not taught in the participants’ previous education and that can have a positive impact on their daily practices.

1. Introduction

Typically, after three to five years of employment in software development, professionals realize that they need structured insights into specific software engineering topics. Until this point, topics such as requirements engineering, project management, and quality are typically not seen as important, because early-career software development professionals are essentially technology-driven.

In particular, software requirements is one of the eleven Knowledge Areas covered by the IEEE Computer Society’s CSDP (Certified Software Development Professional) certification examination. The CSDP exam is designed to assess candidates with a minimum of 9000 hours of software engineering experience.

This paper presents the curriculum of a course in requirements engineering and management intended for software development professionals with a first degree in computing (computer science, computer engineering, software engineering, information systems, or information technology) and experience in developing software solutions in real-world contexts. The course must therefore concentrate on topics that were not taught during the first degree in computing and that can have a positive impact on the professionals’ daily practice. We also discuss how software development professionals can attend the course for the following purposes:

- to obtain academic recognition of the education that they have received beyond the first-cycle degree by embedding it within a life-long learning scheme of cumulative credits to be used in a second-level academic degree (equivalent to a U.S. Master’s degree).
- to get preparation for the software requirements section of the IEEE’s CSDP certification examination.

This paper is organized as follows. Section 2 gives an overview of the structure and learning objectives of the course. In section 3, the seven training units that constitute the course are described. Section 4 discusses some issues related to academic and professional certification. Conclusions and some ideas for future work are presented in section 5.

2. Training Course

Most of our students have first-level academic degrees in computing. They work on the development of software applications, either as programmers, testers, or project managers. Typically, people conducting requirements activities also perform work in programming or project management; they sometimes call themselves analysts/programmers to reflect the fact that they assume several technical roles when developing software solutions.

Since requirements activities tend to be less technical than other software development activities, computing students and even faculty often perceive them as less important than, for example, programming, testing, or design. This clearly suggests that software developers, after leaving university, are generally not prepared to perform requirements activities in industrial contexts [14]. This reality is consistent with the report in [16], which indicates that there is a general weakness in requirements engineering knowledge in industry. Furthermore, requirements engineering tasks in industry are often performed in a non-systematic manner. For example, requirements elicitation tasks tend to be handled in a completely ad-hoc manner.
The lack of requirements engineering expertise in the software development industry suggests a serious need for further education [3]. Creating an appropriate course requires careful attention to the skills of the target audience and the number of hours available. We assume that our students have a first-level academic degree in computing, which means that they have solid basic skills in computing and that they are familiar with a computational approach to problem-solving. This typically implies that the students will have great strength in software construction but may lack other software engineering competencies, such as software process, software method, project management, and organizational issues.

Due to market pressure, companies are sometimes not willing to allow their employees to spend much time in educational activities. It is also the case that employees are not interested in further education in software engineering, either because they do not recognize the usefulness of further education, or because they rate further education as less important to their careers than other activities. These observations imply that a program of further education courses needs to be very attractive to potential students and provide them with skills and knowledge that can be rapidly and directly applied to their daily tasks. Requirements engineering is highly suited for this purpose. As a discipline, it encompasses a large set of competences and knowledge areas, which include elicitation, analysis, documentation, review, modeling, conflict resolution, prioritisation, team communication, and problem identification. All of these are directly applicable in the daily life of a software development professional.

The course described here totals 48 contact hours. Given the limited amount of time available in the course, it is not possible to cover the entire scope of requirements engineering and management. Therefore, one of the main challenges in devising the course was to select topics that give the students a general idea of the main concepts, approaches, theories, and challenges associated with requirements engineering and management, as well as some practical and useful methods, guidelines and hints for applying these concepts, approaches, theories, and challenges to real-world software projects.

The course begins with an introduction, followed by six units that address key topics in requirements engineering and management:

1) Introduction to requirements engineering;
2) Requirements elicitation;
3) Requirements prioritization;
4) Requirements negotiation;
5) Guidelines for writing requirements;
6) Requirements modeling and specification;
7) Interdependencies and impact analysis.

Each unit consists of 6 contact hours, so that the units can be completed in two sessions of 3 hours each. In total, the course consists of 48 contact hours: 42 are used for the sessions, and 6 hours are used for intermediate and final assessments.

Wherever possible, each unit begins with a small exercise that the students are asked to solve, either individually or in small groups. In this way, the students get a feeling for the problems addressed by the unit. Some of the exercises are games or invented situations that the students must play or analyse. After the students spend 30 minutes working on the exercise, the instructor makes a presentation and encourages discussion of the relevant topics. This typically takes approximately 4 hours and 30 minutes. Before the instructor’s presentation, the students are asked to identify some of the topics that they expect to be discussed. For example, in the unit on requirements elicitation, the students are asked to describe the requirements elicitation process that they follow and the elicitation techniques that they use or know about. In the remainder of the unit, students spend about one hour working again on the initial exercise, but they now solve it using the techniques presented in the unit. The students’ solutions are then discussed by all of the participants in order to promote discussion and to allow the instructors to get immediate feedback from the students.

The learning objectives for the course state that students that successfully complete the course should be able:

- To define the intervention that the requirements engineers must execute during the software life cycle and to identify the expected involvement of all the stakeholders.
- To decide how requirements should be captured, specifically by identifying all sources of requirements and the techniques that should be used.
- To detect and solve conflicts among the candidate requirements, based on agreed and negotiated solutions.
- To handle the requirements document from structure, quality and verifiability perspectives. This document should address both the user and the system requirements.
- To analyze and evaluate the requirements document to make sure that it describes the system under consideration, by inspecting (or formally revising) the document, or by constructing prototypes.
- To construct models of user and system requirements based on information obtained during the elicitation activities.
- To manage requirements change during the software life cycle by adopting traceability techniques.

3. Course units

In this section, all the seven training units that are part of the devised training course are described. We explain which topics are covered by each training unit and show how it is organized.
3.1. Introduction to Requirements Engineering

In this unit, the instructor focuses on the software requirements knowledge area as a critical domain of software engineering, as outlined in the IEEE Computer Society’s Software Engineering Body of Knowledge (SWEBOK) [1]. This unit focuses on defining what a requirement is, on the distinction among different types of requirements (user requirements vs. system requirements; functional requirements vs. non-functional requirements), and on discussing the requirements process and its associated activities. Despite the fact that this unit is primarily devoted to the instructor’s presentation of the material, students are encouraged to participate by asking questions or making comments, and also to reflect on the specific requirements problems they face daily. The material for this course unit is mainly based on [1], [2], [17].

3.2. Requirements Elicitation

In this unit, the instructors make a short presentation about requirements elicitation. They define the concept and emphasize its communicative nature. Subsequently, the students are asked to list all the requirements elicitation techniques they know about. All the techniques mentioned are written on the blackboard. When a student names a technique, he or she is asked to describe it succinctly. This initial exercise is used to draw the attention of the trainees to the full range of techniques used for requirements elicitation: interviews, questionnaires, task analysis, domain analysis, introspection, group work, brainstorming, joint application development, ethnography, prototypes, goal modelling, scenarios, viewpoints, persona, video and photographs, wikis and blogs, mind maps, creativity workshops, family therapy.

All of these techniques are presented to the class by the instructor and then discussed. The instructor focuses on the techniques that the students seem to use or enjoy the most, but also covers other techniques that he or she feels might improve the practices of the students. The unit ends by showing students some project contexts and asking them to identify the techniques that seem most appropriate for eliciting the project requirements. This promotes discussion and gives the instructors immediate feedback on the students’ comprehension and retention of the material taught. The material for this unit is mainly based on [17], [22].

3.3. Requirements Prioritization

The unit begins by asking each student to prioritize a set of requirements for a software system. The students are given no criteria or prioritization techniques to be used in this exercise. However, this exercise provides background for the rest of the unit, where the following issues are presented and discussed:

1) the need for requirements to be prioritized,
2) the aspects of requirements prioritization (importance, penalty, cost, time, risk, volatility),
3) the prioritization techniques (AHP, 100-unit test, numerical assignment, ranking, top-10 requirements), and
4) the stakeholders involved in the prioritisation process.

The unit ends by asking the students to redo the initial exercise, but this time to do so by selecting a set of criteria and a particular technique. The material for this unit is mainly based on [6].

3.4. Requirements Negotiation

The unit begins by asking each student to choose six people (from a list of twelve) who are to be put in a bunker in case of a bombing attack. For this exercise, the students are expected to apply some of the prioritization techniques addressed in the previous unit. Students are later asked to form groups. Each group is asked for a list of the people who will go to the bunker. The preparation of group lists requires some sort of negotiation. Students are later asked to play a small collective game, that follows some of the characteristics of the Prisoner’s Dilemma, a well-known problem in game theory. The experience acquired in these two exercises provides background for the rest of the unit, which presents and discusses:

1) the need for requirements to be negotiated,
2) the negotiation process, and finally
3) the dimensions of requirements negotiation (conflict resolution strategy, collaboration situation of stakeholders, and degree of tool support).

The material for this unit is essentially based on [8], [9].

3.5. Guidelines for Writing Requirements

In this unit, students are initially challenged with two small requirements documents: one document is very difficult to understand, while the second has a well-structured set of requirements. The students’ experience with trying to understand the requirements for the two systems spurs discussion about the advantages of having requirements written in a clear, methodical, and unambiguous way. The unit focuses on describing a set of practical guidelines for writing good requirements (e.g., using simple sentences, using a limited vocabulary, and defining verifiable criteria) and on analyzing the structure of a requirements specification template. The material for this course unit is mainly based on [2], [17].

3.6. Requirements Modeling and Specification

This unit addresses modeling issues in software engineering, focusing on the models that are most relevant for the
activities of the requirements engineering process. At the beginning of the unit, students are asked to identify different types of models that they typically use in their software development projects.

Later, the instructor introduces the notions of abstraction, refinement, and complexity, and then presents the key characteristics of a useful model: abstract, understandable, accurate, predictive, and inexpensive [18]. Several types of models particularly relevant to requirements engineering are also introduced and described: state-oriented models (finite-state machines and high-level Petri nets), activity oriented models (use case models, data-flow diagrams and flowcharts), structure-oriented models (UML deployment and component diagrams), and data-oriented models (entity-relationship diagrams and Jackson structured diagrams). At the end of the unit, students are given a small software problem and are asked to model it with the techniques introduced in the unit. The models built by the students are presented and discussed in the session. The material for this training unit is mainly based on [13].

3.7. Interdependencies and Impact Analysis

This unit deals with questions related to requirements traceability. The instructors introduce horizontal and vertical traceability and requirement interdependencies (structural, constraint, cost/value). Issues related to impact analysis, including automatable and manual strategies and metrics are also discussed. At the end of the unit, students are given a set of requirements related to a software system and are requested to use the concepts introduced in the unit to describe their dependencies. Later, changes to the requirements are progressively introduced; students are then asked to use appropriate techniques to deal with these changes. The solutions obtained by the students are presented and discussed in the session. The material for this course unit is mostly based on [4], [11], [7].

4. Academic and Professional Certification

Although the course described above was explicitly created for the immediate use of software development professionals, we believe that the life-long learning efforts of these professionals can be formally recognized both for academic and professional credentials.

Since the requirements engineering course is designed for software developers with first-level (i.e., equivalent to U.S. Baccalaureate) academic degrees in computing, the course content, the level of detail and the approach towards problem solving justifies considering the course as a second-level (equivalent to U.S. Master’s level) education activity. The learning outcomes of the course are compatible with those defined for second-level academic degrees by the EU Dublin Descriptors that were adopted in the Bologna Process [12]. These general descriptors are concerned with the following student competences: (1) knowledge and understanding, (2) applying knowledge and understanding, (3) making judgments, (4) communication skills, and (5) learning skills. The course was therefore designed with explicit attention to the principles stated in the EU Bologna Declaration.

The course is given over a period of 8 weeks; each week consists of 2 sessions of 3 hours. These 16 sessions correspond to a total of 48 contact hours. In addition to attending the course sessions, each student must devote up to 92 hours to self-study, project development and writing an essay. The global effort of the training course therefore consists of 140 hours, which corresponds to 5 ECTS (European Credit Transfer and Accumulation System) units.

At the end of the training course, each student who accomplishes the course’s learning outcomes is credited with 5 ECTS units toward one of Universidade do Minho’s Master’s programs that include a major in software engineering. This mechanism is used for each of the five software engineering courses (requirements engineering and management, software architecture and design, software process and maturity, software project planning and control, software costs and management) that Universidade do Minho has been offering to the local software industry. Each student who has completed the five courses is granted the equivalent of the first year of a Master’s program and is allowed to start the Master’s dissertation.

The instructors of the requirements engineering course are faculty members with research interests in requirements engineering as well as experience with real-world industrial problems. These faculty members have a strong background in requirements engineering, as well as an understanding of the specific needs and motivation of the students. They can therefore discuss the way in which the methods and techniques presented in the course are used to solve real-world problems.

When applying for the CSDP certification offered by the IEEE Computer Society (www.computer.org/csdp), a software developer must possess a minimum of 9,000 hours of software engineering experience within at least six of the eleven knowledge areas covered by the CSDP program: (I) business practices and engineering economics, (II) software requirements, (III) software design, (IV) software construction, (V) software testing, (VI) software maintenance, (VII) software configuration management, (VIII) software engineering management, (IX) software engineering process, (X) software engineering tools and methods, and (XI) software quality. The IEEE Computer Society offers an online course to prepare software professionals for the CSDP examination. However, this course is intended as a review for professionals who have already acquired the necessary knowledge. For software professionals who have not had much exposure to particular topics in software engineering, additional training is generally needed. The course in re-

Authorized licensed use limited to: UNIVERSIDADE DO MINHO. Downloaded on May 25, 2009 at 03:39 from IEEE Xplore. Restrictions apply.
requirements engineering and management described in this paper is intended to provide the necessary training in this area. It covers all the material included in CSDP knowledge area II (software requirements) and its fundamental bibliographic resources are the three volumes referenced by the CSDP program [20], [21], [15].

We feel that our effort to assure a complete alignment of our industrial courses with the first academic year of the Master’s program at Universidade do Minho, as well as with the software requirements knowledge area of the CSDP examination, is a key feature that is very beneficial to students, whether they only seek additional professional training or intend to continue their formal education with the eventual goal of acquiring a Master’s degree.

5. Conclusions and Related Work

In our opinion, the major challenge is how to introduce a practical component into the course in the eight weeks available. From student feedback, it seems clear that most of the students from industry enjoy the material presented in the course units, because it usually presents topics that the students were not taught in their undergraduate studies. However, the students also expect a more practical flavor in the course, so that they can see how to rapidly put into practice some of the concepts, techniques, and approaches.

It might be a good idea to use some of the ideas proposed in [5]. In this paper, Beatty and Agouridas suggest the use of extended exercises to help students practice requirements engineering techniques and become aware of the associated limitations and potentials.

We would like also to put into practice the tag-team lecturing approach, as proposed in the context of requirements engineering by Svanhagen and Gorschek [19]. This approach uses two instructors in the classroom. One is responsible for the lecture in the traditional way. The second instructor gives supplementary information, whenever appropriate. We have already used tag-team lecturing in workshops on requirements engineering and management for industry, and feedback indicates that this style of lecturing is seen as making lectures more dynamic. In particular, we believe that tag-team lecturing facilitates students’ participation in class discussions. Once students have seen that multiple perspectives are acceptable, they are more willing to share and discuss their own perspectives with the class.

The experiences in teaching WinWin described in [10, sect. 5.2] are also interesting, since the authors discuss some practical issues related to teaching requirements negotiation topics. We expect to incorporate some of those ideas in future delivers of the course.

It has proved to be difficult to get students’ full attention to courses that are offered at their place of employment, due to the proximity of daily work demands. We highly recommend that software engineering courses directed to professionals be delivered outside of the daily work environment. Ideally, this should take place in university facilities.

In summary, we feel that the requirements engineering course has been very successful, and we regard it as a template for courses in the other SWEBOK/CSDP areas.

As future work, we plan to similarly analyze and describe courses in other software engineering knowledge areas (software architecture and design, software process and maturity, software project planning and control, software costs and management) that we have been offering to professionals working in the software industry in our region. The sharing of our experiences with these courses will enable the assessment of the adequacy of this set of topics as components of a life-long learning program for experienced software professionals who want to proceed towards second-level academic qualifications and/or professional certification.
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