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Abstract
In this paper we present CAOVerif, a deductive verification tool for the CAO language. CAO is a domain-specific language for cryptography with interesting challenges for formal verification. It introduces not only a rich mathematical type system, but it also offers cryptography-oriented language constructions. The toolchain encompasses different transformations of the source code in order to get the VCs and is based in the Jessie plug-in of the Frama-C framework.

INTRODUCTION
Program verification refers to techniques aiming at establishing that a program is in accordance with its specification. These techniques usually rely on verification platforms, which can be used to prove complex program properties. Often these are based on variations of Hoare logic [6], whose axioms and inference rules capture the semantics of imperative programming languages. Such verification platforms are usually structured around the following components: an annotation Language, a Verification condition generator (VCGen) and proof generation.

In this report we describe a deductive verification tool for CAO. This is a language tuned to the implementation of low-level cryptographic primitives in a way which is close to the notation used in scientific papers and standards. In a nut-shell, CAO is an imperative language that includes the typical set of imperative statements, but offers a very rich set of native types that are used recurrently in cryptography. The idea is to take advantage of the characteristics of this programming language to construct a domain-specific verification tool, allowing for the same verification techniques that can be applied over general-purpose languages such as C, but simplifying the verification of security-relevant properties, and hopefully providing a higher degree of automation.

Experience in applying general purpose verification tools to cryptographic software shows that there is a great potential for improvement in this regard [1, 2], and justifies the motivation for this work.

CAOVERIF
Frama-C [3], is verification framework for C programs based on Hoare Logic. Frama-C provides static analyzers implemented as plug-ins, granting a fine-grained collaboration of analysis techniques. The weakest precondition plug-in, called Jessie, allows proving that C functions satisfy their specification as expressed in ACSL (a specification language based on JML[7]). The Jessie plug-in is built on the top of the Why tool, which is a VCGen that supports a large number of provers as back-end. From an annotated Why program, the tool generates a set of verification conditions that can be discharged by a series of proof assistants [8] and automatic provers [4, 5].

We build on the Frama-C framework, and build CAOVerif on top of the Jessie plug-in to reduce development time. We take advantage of the fact that Jessie already incorporates many features to reason about program correctness, such as a first-order logic mechanism that facilitates the design of language extensions. Based on this mechanism, we were able to rapidly develop a appropriate models of CAO primitive types and memory handling mechanisms. The architecture for the CAO deductive verification tool is shown in Figure 1. An annotated CAO program is first checked for syntax and type consistency and is then translated into the Jessie input language by the CAO2Jessie tool. The corresponding code in the Why input language is then generated by running the Jessie tool. A multitude of proof assistants and automatic provers can then be used to discharge the proof obligations which are generated by the Why VCGen.

Because we are building on existing tools, we could fo-
Figure 1: Tool architecture

cus our attention on the CAO-to-Jessie translation and, in particular, on the Jessie model that captures the semantics of CAO programs. Here we benefit from the considerable amount of work that has already been carried out to support the translation of C programs into Why. In particular, most of the standard imperative language constructions supported by CAO can be directly translated into equivalent Jessie constructions. Most CAO types are not native Jessie types, and so our translation includes a model (i.e., an incomplete axiomatization in first-order logic) of the CAO type system. The first-order theory created for each CAO type typically comprises a type signature and a set of axioms that partially describe the operations allowed over that type. It would be pointless to include a complete axiomatization in first-order logic of the CAO type system. The first-order theory created for each CAO type typically comprises a type signature and a set of axioms that partially describe the operations allowed over that type. It would be pointless to include a complete axiomatization in first-order logic of the semantics of the entire CAO type-system, particularly for the most complex types dealing with mathematical types such as rings and finite fields, as these would be of little use to off-the-shelf automatic provers. Instead we propose to refine our models in Coq, over which we can show that our axiomatization is consistent, and where users can interactively discharge more intricate verification conditions. The translation of CAO programs into Jessie also ensures the automatic generation of verification conditions to validate the safe execution of the verified code. Program safety in CAO has two dimensions: memory safety and safety in arithmetic operations. Memory safety is reduced to making sure that all indices used in vector, bit-string and matrix accesses are within the proper range. The safety of arithmetic operations implies making sure that all expressions refer to well-defined mathematical computations.

WORK-PLAN

As future work, we intend to implement a dedicated prover over Coq that will provide support for CAO types where our current models have clearer limitations. We also aim to establish the correctness of CAOVerif, to guarantee that our VCGen generates proof-obligations that indeed provide assurance as to the input CAO program’s safety and correctness.
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